# How to add buttons in Gdx

rst I create my button image, add it to the assets folder and load the texture region. Now I make a sprite out of it.

Sprite button1=new Sprite(myTextureRegion);

To check if the button is touched I can use the rectangle from the sprite to check if you touched the image. In your touchUp method you will do something like

if(button1.getBoundingRectangle.contains(screenX,screenY))

# [java - merge adiacent rectangles into a polygon](http://stackoverflow.com/questions/20997254/java-merge-adiacent-rectangles-into-a-polygon)

[**Rectangle**](https://libgdx.badlogicgames.com/nightlies/docs/api/com/badlogic/gdx/math/Rectangle.html#Rectangle-float-float-float-float-)(x start, y start, float width, float height)

Constructs a new rectangle with the given corner point in the bottom left and dimensions.

[**merge**](https://libgdx.badlogicgames.com/nightlies/docs/api/com/badlogic/gdx/math/Rectangle.html#merge-com.badlogic.gdx.math.Rectangle-)([**Rectangle**](https://libgdx.badlogicgames.com/nightlies/docs/api/com/badlogic/gdx/math/Rectangle.html) rect)

Merges this rectangle with the other rectangle.

Drawing the I shape

1. Create an l shape
2. Create the Tshape

Drawing the L shape

1. Create an l shape
2. Create an - shape
3. Merge I with – but do we merge precicely. Check your positioning!
4. You now have L
5. Rotate it around
6. Rotate up() to get 7
7. Rotate down to get l-
8. Rotate again to get –l

Drawing the square

1. Make height and width the same
2. No rotations needed

Drawing the

ines **#12-#15** define some constants we will use to calculate the speed and positions in the world. These will be tweaked later on.

We also need some blocks to make up the world.  
The Block.java class looks like this:

|  |  |  |
| --- | --- | --- |
| 01 | package net.obviam.starassault.model; | |
| 02 |  |

|  |  |  |
| --- | --- | --- |
| 03 | import com.badlogic.gdx.math.Rectangle; | |
| 04 | import com.badlogic.gdx.math.Vector2; |

|  |  |
| --- | --- |
| 05 |  |
| 06 | public class Block { | |

|  |  |
| --- | --- |
| 07 |  |
| 08 | static final float SIZE = 1f; | |

|  |  |
| --- | --- |
| 09 |  |
| 10 | Vector2  position = new Vector2(); | |

|  |  |  |
| --- | --- | --- |
| 11 | Rectangle  bounds = new Rectangle(); | |
| 12 |  |

|  |  |  |
| --- | --- | --- |
| 13 | public Block(Vector2 pos) { | |
| 14 | this.position = pos; |

|  |  |
| --- | --- |
| 15 | this.bounds.width = SIZE; |
| 16 | this.bounds.height = SIZE; | |

|  |  |  |
| --- | --- | --- |
| 17 | } | |
| 18 | } |

Blocks are nothing more than rectangles placed in the world. We will use these blocks to make up the terrain. We have one simple rule. Nothing can penetrate them.

**libgdx note**

You might have noticed that we are using the Vector2 type from libgdx. This makes our life considerably easier as it provides everything we need to work with Euclidean vectors. We will use vectors to position entities, to calculate speeds, and to move thing around.

**About the coordinate system and units**

As the real world, our world has dimensions. Think of a room in a flat. It has a width, height and depth. We will make it 2 dimensional and will get rid of the depth. If the room is 5 meters wide and 3 meters tall we can say that we described the room in the metric system. It is easy to imagine placing a table 1 meter wide and 1 meter tall in the middle. We can’t go through the table, to cross it, we will need to jump on top of it, walk 1 meter and jump off. We can use multiple tables to create a pyramid and create some weird designs in the room.

In our star assault world, the world represents the room, the blocks the table and the unit, the meter in the real world.

If I run with **10km/h** that translates to **2.77777778 metres / second ( 10 \* 1000 / 3600)**. To translate this to Star Assault world coordinates, we will say that to resemble a 10km/h speed, we will use 2.7 units/second.

Examine the following diagram of representing the bounding boxes and Bob in the world coordinate system.

[![http://1.bp.blogspot.com/-sKL9IRmoKbo/T6JJRP8cmkI/AAAAAAAAAUM/cc5Nh3Gccok/s400/coordinate-system.png](data:image/png;base64,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)](http://1.bp.blogspot.com/-sKL9IRmoKbo/T6JJRP8cmkI/AAAAAAAAAUM/cc5Nh3Gccok/s1600/coordinate-system.png)

The red squares are the bounding boxes of the blocks. The green square is Bob’s bounding box. The empty squares are just empty air. The grid is just for reference. This is the world we will be creating our simulations in. The coordinate system’s origin is at the bottom left, so walking left at 10.000 units/hour means that Bob’s position’s X coordinate will **decrease** with **2.7 units every second**.

Also note that the access to the members is package default and the models are in a separate package. We will have to create accessor methods (getters and setters) to get access to them from the engine.

**Creating the World**

As a first step we will just create the world as a hard-coded tiny room. It will be 10 units wide and 7 units tall. We will place Bob and the blocks following the image shown below.

[![http://2.bp.blogspot.com/--jbdeqKWJ80/T6JJdvMOmzI/AAAAAAAAAUU/gGFySbB5IBY/s400/level011.png](data:image/png;base64,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)](http://2.bp.blogspot.com/--jbdeqKWJ80/T6JJdvMOmzI/AAAAAAAAAUU/gGFySbB5IBY/s1600/level011.png)

The World.java looks like this:

|  |  |  |
| --- | --- | --- |
| 01 | package net.obviam.starassault.model; | |
| 02 |  |

|  |  |  |
| --- | --- | --- |
| 03 | import com.badlogic.gdx.math.Vector2; | |
| 04 | import com.badlogic.gdx.utils.Array; |

|  |  |
| --- | --- |
| 05 |  |
| 06 | public class World { | |

|  |  |
| --- | --- |
| 07 |  |
| 08 | /\*\* The blocks making up the world \*\*/ | |

|  |  |  |
| --- | --- | --- |
| 09 | Array<Block> blocks = new Array<Block>(); | |
| 10 | /\*\* Our player controlled hero \*\*/ |

|  |  |  |
| --- | --- | --- |
| 11 | Bob bob; | |
| 12 |  |

|  |  |
| --- | --- |
| 13 | // Getters ----------- |
| 14 | public Array<Block> getBlocks() { | |

|  |  |  |
| --- | --- | --- |
| 15 | return blocks; | |
| 16 | } |

|  |  |  |
| --- | --- | --- |
| 17 | public Bob getBob() { | |
| 18 | return bob; |

|  |  |
| --- | --- |
| 19 | } |
| 20 | // -------------------- | |

|  |  |
| --- | --- |
| 21 |  |
| 22 | public World() { | |

|  |  |  |
| --- | --- | --- |
| 23 | createDemoWorld(); | |
| 24 | } |

|  |  |
| --- | --- |
| 25 |  |
| 26 | private void createDemoWorld() { | |

|  |  |  |
| --- | --- | --- |
| 27 | bob = new Bob(new Vector2(7, 2)); | |
| 28 |  |

|  |  |
| --- | --- |
| 29 | for (int i = 0; i < 10; i++) { |
| 30 | blocks.add(new Block(new Vector2(i, 0))); | |

|  |  |  |
| --- | --- | --- |
| 31 | blocks.add(new Block(new Vector2(i, 7))); | |
| 32 | if (i > 2) |

|  |  |  |
| --- | --- | --- |
| 33 | blocks.add(new Block(new Vector2(i, 1))); | |
| 34 | } |

|  |  |
| --- | --- |
| 35 | blocks.add(new Block(new Vector2(9, 2))); |
| 36 | blocks.add(new Block(new Vector2(9, 3))); |

|  |  |
| --- | --- |
| 37 | blocks.add(new Block(new Vector2(9, 4))); |
| 38 | blocks.add(new Block(new Vector2(9, 5))); |

|  |  |
| --- | --- |
| 39 |  |
| 40 | blocks.add(new Block(new Vector2(6, 3))); | |

|  |  |
| --- | --- |
| 41 | blocks.add(new Block(new Vector2(6, 4))); |
| 42 | blocks.add(new Block(new Vector2(6, 5))); |

|  |  |  |
| --- | --- | --- |
| 43 | } | |
| 44 | } |

It is a simple container class for the entities in the world. Currently the entities are the blocks and Bob. In the constructor the blocks are added to the blocks array and Bob is created. It’s all hard-coded for the time being.

Remember that the origin is in the bottom left corner.